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## Motivation



## LOLA / RTLOLA



## Overview


[1] Automatic Optimizations for Stream-based Monitoring Languages. RV 2020

## INTERPRETER V. COMPILER



## LOLA BY EXAMPLE

input acc: Float64


## Three Phases

## I. Eradicate Most Conditionals <br> II. Replace Memory Accesses with Constants

while let Some(...)
fn prefix() \{ false
$\wedge$ check_acco
$\wedge$ check_acc +1
\}
if pos: o thon chock_uec-1

$\wedge$ check_acco
1 ifferats_accon thon shack_ace +1 olse false
\}
fn postfix() \{ check_acc-1 $\wedge$ check_acco $\wedge$ false \}

| ```fn prefix() { false ^ check_acco ^ check_acc+1 }``` | ```while let Some(...) = get_input() { if pos=0 thon chock_asc-1```  ```^ check_acco```  | ```fn postfix() { check_acc-1 ^ chēck_acco ^ false }``` |
| :---: | :---: | :---: |

## Evaluation



## Interpreter <br> 438ns <br> $1.535 \mu \mathrm{~s}$

## Compilation

6ns
63ns (73 $\times$ speed up) ( $\sim 24 \times$ speed up)

## Overview



## LOLA V. RTLOLA

## Asynchrony



Real-time


## RTLOLA BY ExAMPLE

- If the current velocity is above $10 \mathrm{~m} / \mathrm{s}$, the acceleration must stay below $1 \mathrm{~m} / \mathrm{s}^{2}$
- Otherwise an acceleration of up to $1.5 \mathrm{~m} / \mathrm{s}^{2}$ is possible

```
input acc: Float64
input vel: Float64
```


## Pacing Types



## Evaluation

Pacing Type
Refinement

$3 x$ speed up

Sparse Conditional
Constant Propagation

$2 x$ speed up

## Conclusion



